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Abstract—This paper presents our new design and implemen-
tation of a configuration verification system called ConfVS. With
the increasing complexity of network configuration, verifying
network behavior has become a highly time-consuming and error-
prone process. Much research effort has been made to tackle
this challenge. In this paper, we propose a formalization scheme
based on binary decision diagram to model the entire network
behavior specified by diverse configuration requirements (e.g.,
security policies, routing policies, and address translation rules),
and design a set of algorithms to efficiently verify the compliance
of network behavior to the requirements. Our experiments
show that ConfVS can validate thousands of network devices
configured by millions rules with ten times improved efficiency
when compared to several well-known existing solutions.

I. INTRODUCTION

Modern networks are designed and deployed to satisfy a
wide variety of competing goals related to different network
requirements, such as security vs. availability, and performance
vs. manageability [1]. These high–level goals are realized
through a complex chain of configuration commands that may
include the configuration of thousands of access control rules
from different policies such as packet filtering rules, routing
policies, and address translation. Maintaining high–level goals
is difficult because configurations are continuously revised due
to policy changes and new devices and services.

Several surveys show that misconfiguration is the most
critical threat to network operations [2], [3]. Analysis from
IT experts states that human error is responsible for 50 to 80
percent of network outages [4]. In addition, a local configura-
tion change or network failure may even inadvertently result
in a global impact on existing network services. For example,
when a network link goes down, the network may converge
into a new topology that has not been envisioned by network
administrators. This may indirectly cause illegitimate traffic
bypass security protection or legitimate packets accidentally
blocked. Thus, timely configuration verification is a highly
desirable network service to enhance network reliability and
manageability.

It is a significant challenge to verify in a timely fashion
the configurations of a network system which may consist
of hundreds or thousands of different devices with possibly
hundreds of configuration rules on each device [5]. There is a
growing consensus on the need of formal models to conduct

configuration verification in order to validate enforced network
policies. As such, many researchers have proposed formal
models of network security and reachability. The work in [6]–
[8] has focused on verifying firewall policies, while the works
in [9], [10] have focused on detecting routing misconfigura-
tion. Global verification has been discussed in [11]–[15].

This paper presents a configuration verification system
called ConfVS, which provides instant configuration diagnoses
for reachability and security compliance. ConfVS models the
whole network as a directed graph, where each vertex in
the graph represents a unidirectional connection between two
adjacent devices. This abstraction allows us to build efficient
algorithms to verify end-to-end reachability and security poli-
cies. We formalize the behavior of each policy rule using an
efficient Boolean expression represented in Binary Decision
Diagram (BDD).

Configuration verification should cover both consistency
verification and behavioral verification. Consistency verifica-
tion is related to the correctness of configuration data, while
behavioral verification is about the dynamics of IP packets
passing through a network where the packets are forwarded,
blocked, delayed, or logged. This paper is considering only
behavioral verification in terms of reachability and security
compliance. Consistency verification has been addressed in
our previous work [16].

This paper is structured as follows. We first describe our
new formalization for firewall, routing and NAT policies in
Section II. Then, we present an algorithm to compute network
reachability in Section III. Section IV discusses our evaluation
framework and results. Finally, we conclude our work in
Section V.

II. POLICY FORMALIZATION

This section presents a new set of formalization schemes for
network verification analysis of security and reachability. One
common function on most network devices is data forwarding,
from an incoming interface to an outgoing interface based on
specific Forwarding Control List (FCL). For example, FCL on
a router is its routing entries in the routing table. We focus on
three types of FCLs: filtering FCL, routing FCL and Network
Address Translation (NAT) FCL. The combined effect of these
FCLs will determine flow manipulation and network behavior.
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Our objective is to study the effect (i.e. the actions) of these
FCLs on IP packets passing through the devices

We use BDD to represent FCLs since BDD models a
complex set as a single Boolean expression. Let us denote the
Boolean expression of a set 𝑋 as 𝐹𝑋 , which is generated from
a number of conjunctive Boolean variables 𝑡𝑖 ∈ 𝔹, 𝑖 = 1 ⋅ ⋅ ⋅𝑛
where 𝔹 ∈ {0, 1}. For example, if 𝑋 = {5}, which is a set of
a single element, then 𝐹𝑋 = 𝑡1∧¬𝑡2∧𝑡3. The only assignment
that makes 𝐹𝑋 true is 1, 0, 1 for 𝑡1, 𝑡2, and 𝑡3, respectively. In
addition, If 𝑋 and 𝑌 are two different sets, then 𝑋 ∪ 𝑌 and
𝑋∩𝑌 can be modeled as 𝐹𝑋∨𝐹𝑌 and 𝐹𝑋∧𝐹𝑌 , respectively,
in BDD.

Now, let 𝒜 be an FCL that contains a set of rules, where
each rule 𝑟 has a constraint set 𝑐 over certain IP packet header
fields along with an action 𝑎 to be taken when a network packet
matches the constraints in 𝑐. The packet header fields include
IP protocol, destination address, source address, destination
port, and source port. Note that the constraint 𝑐 represents a
set of IP packets and we define this set as a flow (denoted as
𝜋).

The Boolean expression of an FCL depends on
its type. However, the Boolean expression of an
FCL rule is unified and generated as follows. Let
𝑟 = ⟨𝑐𝑝𝑟𝑜𝑡𝑜, 𝑐𝑑𝑠𝑡𝑖𝑝, 𝑐𝑠𝑟𝑐𝑖𝑝, 𝑐𝑑𝑠𝑡𝑝𝑜𝑟𝑡, 𝑐𝑠𝑟𝑐𝑝𝑜𝑟𝑡, 𝑎⟩ be a rule
where 𝑐𝑥 is a constraint over the field 𝑥. The Boolean
expression of the rule 𝑟, denoted as 𝐹𝑟, is 𝐹𝑎 ∧ 𝐹𝑐 where
𝐹𝑐 = 𝐹𝑝𝑟𝑜𝑡𝑜 ∧ 𝐹𝑑𝑠𝑡𝑖𝑝 ∧ 𝐹𝑠𝑟𝑐𝑖𝑝 ∧ 𝐹𝑑𝑠𝑡𝑝𝑜𝑟𝑡 ∧ 𝐹𝑠𝑟𝑐𝑝𝑜𝑟𝑡. The
Boolean expression of 𝐹𝑎 depends on the FCL type.

We introduce three functions to manipulate Boolean expres-
sions, which are the projection function, its inverse function,
and the mask function. The projection function is defined as
Ψ : 𝐹𝜋 ×𝑃 → 𝐹𝑎, where 𝐹𝜋 , 𝑃 , and 𝐹𝑎 are Boolean expres-
sions for a flow, an FCL policy and an action, respectively. Ψ
is used to determine the set of actions applied to a flow 𝜋. The
inverse function, which is defined as Ψ−1 : 𝐹𝑎 × 𝑃 → 𝐹𝜋 , is
used to extract the flow given a set of actions. For example,
if 𝑃 is a firewall policy, Ψ−1(𝑓𝑎𝑙𝑠𝑒, 𝑃 ) returns a Boolean
expression that represents the set of denied packets (since
we model the actions accept and deny as true and false,
respectively).

The mask function is defined as 𝜏 : 𝐹 × ℎ→ 𝐹 ′ that takes
two Boolean expressions 𝐹 and ℎ as arguments, and returns a
new Boolean expression 𝐹 ′ by resetting 𝐹 at location defined
in ℎ using an existential quantifier operator. For example, if a
flow is any packet from 10.1.2.0/24 to 10.1.23.0/24, applying
the 𝜏 function of ℎ = 𝐹𝑑𝑠𝑡𝑖𝑝 = 1 to the flow will create a new
flow of any packet from 10.1.2.0/24 to any destination. In the
following, we show how to construct the formal expressions
for a filtering policy, a routing policy, and a NAT policy.

1) Firewall policy construction: The Boolean expression
of a firewall rule represents the set of packets that can pass
through the associated interface. Constructing a firewall FCL
is very crucial since it requires all IP header information of
an IP packet. To build its BDD expression with 𝑁 rules, we

use the following recursive equation:

𝑇 (𝑖) =

⎧
⎨

⎩

𝑎𝑖 → 𝑇 (𝑖+ 1) ∨ 𝐹 𝑖
𝑟 , 𝑇 (𝑖+ 1) ∧ ¬𝐹 𝑖

𝑟

if 1 ≤ 𝑖 < 𝑁
𝑎𝑖 → 𝐹 𝑖

𝑟 , 𝑓𝑎𝑙𝑠𝑒 𝑖 = 𝑁
(1)

where 𝑎 → 𝑏, 𝑐 represents if–then–else operator (If 𝑎 is true,
then 𝑏, otherwise 𝑐). The Boolean expression, say 𝑃 , is then
obtained by computing 𝑇 (1), and its effect on a flow 𝜋 can
be expressed as

𝑃 ∧ 𝐹𝜋 (2)

Recall that 𝑃 ∧𝐹𝜋 is equivalent to ‘the set of accepted packets
∩ 𝜋’.

2) Routing Policy construction: Unlike firewalls, routers do
not select next hop based on the order of routing rules, but
would rather find the longest prefix match. In addition, most
routers support load-balancing when multiple paths exist. This
implies multiple routing rules can be applied to the same flow
with their corresponding actions.

Each routing rule in the routing FCL is composed of a single
matching field, which is the destination IP address, along with
an action determined by the outgoing interface and the IP
address of the next hop. Therefore, we construct the Boolean
expression of a routing policy as follows. For each network
prefix of length 𝑚, we first construct 𝑃𝑚 and 𝑃 𝑐

𝑚 such that

𝑃𝑚 =
⋁

𝑘∈𝐼𝑚
𝐹 𝑘
𝑟 and 𝑃 𝑐

𝑚 =
⋁

𝑘∈𝐼𝑚
𝐹 𝑘
𝑐

where 𝐼𝑚 represents the set of indexes for rules that have
destination prefix of length 𝑚 and 𝐹 𝑘

𝑐 represents the Boolean
expression of the rule constraint without the action field. Recall
that 𝐹 𝑘

𝑟 = 𝐹 𝑘
𝑐 ∧𝐹 𝑘

𝑎 . Thus, 𝐹 𝑘
𝑐 = 𝐹 𝑘

𝑑𝑠𝑡𝑖𝑝 and 𝐹 𝑘
𝑎 = 𝐹 𝑘

𝑛 where 𝑛
is the outgoing interface number of the 𝑘𝑡ℎ rule. After that, we
construct the routing policy, 𝑃 , using the following recursive
equation:

𝑇𝑚 = 𝑃𝑚 ∨ (¬𝑃 𝑐
𝑚 ∧ 𝑇𝑚−1) 1 ≤ 𝑚 ≤ 32, (3)

where 𝑃 = 𝑇32 and 𝑇0 = 𝑃0 represents the default gateway
rule.

For routing verification, we would like to focus on whether
or not a flow 𝜋 can reach a specific device. In other words, if
flow 𝜋 passes through a router device, what flow will be routed
to the outgoing interface 𝑛? We answer this query using the
following expression:

𝐹𝜋 ∧Ψ−1(𝐹𝑛, 𝑃 ) (4)

3) NAT policy construction: Network Address Translation
(NAT) is used by a device (e.g., firewall or router) deployed
between a private and public network. There are three forms
of NAT FCLs: static NAT FCL, dynamic NAT FCL, and
overloading FAT (also known as PAT) FCL. In static NAT
FCL, each rule translates a given source IP address to another
pre-allocated source IP address. In dynamic NAT FCL, each
rule translates a group of source IP addresses to another pre-
allocated group of IP addresses. In overloading NAT FCL,
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Fig. 1. A Simple network topology and its equivalent in graph model

each rule translates a group of source IP addresses to a single
pre-allocated IP address but with different source ports.

In our analysis, we do not differentiate between static
and dynamic NAT policies. Because Boolean expressions can
represent a single value or a set of values, both NAT FCLs
have the same semantic.

Basically, NAT FCL is composed of a constraint over the
source header field of an IP packet along with an action that
determines the new source address. If a flow that is traversing
from a private to public network matches the constraint, the
source IP address of each packet in the flow will be translated.
Otherwise, the flow will be passed without translation. The
device that supports NAT service also keeps a reverse trans-
lation for the flow that is traversing from public to private
network. Modeling NAT FCL requires extra bits (up to 48
bits) to express the rule’s action. This may explode in size for
certain expressions. To resolve this problem, we break an FCL
rule (𝑐 ⇝ 𝑎) into two rules: 𝑐 ⇝ 𝑖 and 𝑎 ⇝ 𝑖 where 𝑖 is the
rule index. This solution is valid because the number of rules
in NAT FCL is very small. In our implementation, we set the
maximum number of rules per FCL to 256 rules.

Let 𝒜𝑐 be the FCL that represents 𝑐→ 𝑖 and 𝒜𝑎 be the FCL
that represents 𝑎 → 𝑖. Let 𝑃𝑐 and 𝑃𝑎 represent the Boolean
expressions for 𝒜𝑐 and 𝒜𝑎, respectively. We calculate 𝑃𝑐 and
𝑃𝑎 as:

𝑃𝑐 =
𝐾⋁

𝑖

𝐹𝑖 ∧ 𝐹 𝑖
𝑐 and 𝑃𝑎 =

𝐾⋁

𝑖

𝐹𝑖 ∧ 𝐹 𝑖
𝑎,

where 𝐾 is the number of rules. Now, let 𝜋 be a flow that
traverses from private to public network and passes through a
static or dynamic NAT service. Let 𝑃 = Ψ(𝑡𝑟𝑢𝑒, 𝑃𝑐) be the
set of all packets that will be translated. The effect of NAT
service on the flow is expressed as:

𝑇 (𝑃 ∧ 𝐹𝜋) ∨ (¬𝑃 ∧ 𝐹𝜋), (5)

where ¬𝑃 ∧ 𝐹𝜋 is the set of packets that passes NAT service
without translation, and 𝑃𝑐 ∧ 𝐹𝜋 is the set of packets that
has been translated under the transformation function 𝑇 , and
𝑇 (𝑥) = 𝜏(𝑥, 𝐹𝑠𝑟𝑐𝑖𝑝)∧Ψ−1(Ψ(𝑥, 𝑃𝑐), 𝑃𝑎). In case of PAT, we
replace 𝐹𝑠𝑟𝑐𝑖𝑝 with the expression 𝐹𝑠𝑟𝑐𝑖𝑝 ∧ 𝐹𝑠𝑟𝑐𝑝𝑜𝑟𝑡.

While constructing the Boolean expressions of 𝑃𝑐 and 𝑃𝑎,
we also construct 𝑃𝑐 and 𝑃𝑎 to represent the reverse translation
when a flow is traversing from public back to private network.
A constraint over the source IP address encoded in 𝑃𝑐 and 𝑃𝑎

becomes the constraint over the destination IP address encoded

Algorithm 1 Updating Connection Expression
Input: Dev1, Inf1, Dev2, Inf2
Output: 𝐹𝜋

1: 𝐹𝜋 ← 𝑡𝑟𝑢𝑒 /* i.e. any possible flow */
/* processing outgoing interface */

2: if Dev1 has Routing then 𝐹𝜋 ← Apply Eqn 4
3: if Dev1 has NAT and Inf1 is external then 𝐹𝜋 ← Apply Eqn 5
4: if Dev1 has Filtering at Inf1 then 𝐹𝜋 ← Apply Eqn 2

/* processing incoming interface */
5: if Dev2 has Filtering at Inf2 then 𝐹𝜋 ← Apply Eqn 2
6: if Dev2 has NAT and Inf2 is internal then 𝐹𝜋 ← Apply Eqn 5
7: return 𝐹𝜋

Algorithm 2 Computing 𝒢 of vertex 𝑣 ∈ 𝑉
Input: The graph 𝐺 = ⟨𝑉,𝐸⟩ and vertex 𝑣 ∈ 𝑉

1: reset all vertices in 𝑉 that are involved in a cycle as not visited
2: 𝒢𝑣 = compute(v)

Procedure: compute(𝑣)
1: if 𝑣 is not visited then
2: mark 𝑣 as visited
3: if 𝑣 ∈ 𝑆 then
4: 𝒢𝑣 ← ℱ𝑣

5: else
6: 𝑋 ← false
7: for all 𝑢 ∈ 𝑉 such that [𝑢, 𝑣] ∈ 𝐸 do
8: compute(𝑢)
9: 𝑋 ← 𝑋 ∨ 𝒢𝑢

10: end for
11: 𝒢𝑣 ← ℱ𝑣 ∧𝑋
12: end if
13: end if

in 𝑃𝑐 and 𝑃𝑎, respectively. The inverse transformation function
is defined as 𝑇−1(𝑥) = 𝜏(𝑥, 𝐹 𝑑𝑠𝑡𝑖𝑝) ∧Ψ−1(Ψ(𝑥, 𝑃𝑎), 𝑃𝑐).

III. NETWORK BEHAVIOR VERIFICATION

We model a network topology as a directed graph 𝐺 =
⟨𝑉,𝐸⟩, where 𝑉 is the set of vertices and 𝐸 is the set of
edges. We also model each link in the network topology as
one or two unidirectional connection(s) based on the link
type, and assign each connection a universal identification
number (𝑖𝑑). These connections constitute the vertices of graph
𝐺. Therefore, a vertex 𝑣 ∈ 𝑉 represents a unidirectional
connection, and is labelled by its connection 𝑖𝑑. A directed
edge [𝑢, 𝑣] in 𝐸 is constructed when both vertices 𝑢 and 𝑣
are sharing a common device 𝑑 such that the device 𝑑 has
an incoming interface from connection 𝑢 and an outgoing
interface to connection 𝑣. Consequently, the set 𝑉 is divided
into three disjoint sets: source vertices 𝑆, sink vertices 𝑇 and
intermediate vertices 𝑀 . Note that 𝑆 and 𝑇 represent end-
to-end connections in a network topology. Therefore, for each
end host there is at least one connection 𝑣 in 𝑆, one connection
𝑢 in 𝑇 , and 𝑣 ∕= 𝑢. Figure 1 shows a network topology and its
representation in our graph model. The numbers beside links
represent connection IDs. For the horizontal link, the upper
ID has a direction from right to left, while the lower ID has a
direction from left to right. For each vertical link, the ID on
right side has a direction from up to bottom, while the ID on
the left side has a direction from bottom to up.
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For each connection, we invoke Algorithm 1 to compute
its Boolean expression ℱ . We follow the order of operations
based on specific network devices.

Let 𝒢𝑣 be a Boolean expression that represents the aggre-
gated effect when a flow traverses from source connections
towards vertex 𝑣 ∈ 𝑉 . We can obtain 𝒢𝑣 by computing the
disjunction of all paths from the source vertices to the vertex
𝑣, in which each path is computed by the conjunction of all
connection’s Boolean expressions that construct the path. For
example, 𝒢6 = ℱ6∧ℱ10 and 𝒢3 = ℱ3∧(𝒢2∨𝒢6). Algorithm 2
describes a depth first search algorithm to compute 𝒢𝑣 where
𝑣 ∈ 𝑉 . Using this algorithm, we can find, for example, what
type of packets can reach S2 starting from S3. This query can
be expressed as

𝒢10 ∧ 𝒢7.

The running time of Algorithm 2 is 𝑂(∣𝑉 ∣), ignoring the cost
of BDD operations.

Computing 𝒢 for all nodes requires applying Algorithm 2
for each sink vertex. The algorithm ensures that 𝒢𝑣 is com-
puted only once unless 𝑣 is included in a cycle. In the case
of cyclic graph, we reset those vertices that are included
in some cycle by marking them as unvisited whenever we
invoke compute(). Ignoring the cost of BDD operations,
the running time over all sink vertices using Algorithm 2 is
𝑂(∣𝑉 ∣ × ∣𝑇 ∣). Note that identifying loops in a graph can be
achieved in a linear time.

IV. IMPLEMENTATION AND EVALUATION

We implemented our model using the Erlang language along
with C and C++ languages for connecting Erlang system
with BDD package. Erlang [17] supports in-memory high-
performance database to store millions of ConfVS predi-
cates [18]. For BDD, we model FCL constraint using 104
Boolean variables and FCL action using 8 Boolean variables.
We implemented BDD expressions using BuDDy package. In
BuDDy, the BDD operation running time is linear to the size
of the resulted BDD expression.

We evaluate the performance of our model in terms of
memory and time complexities. We use the network topology
generator tool introduced in [13] to generate a random network
topology along with a set of random configuration files for
routers, NATs and firewalls.

We run our evaluation on a computer with Intel Core 2
Duo CPU 2.13GHz and 4GB of RAM. We generated 15
different scenarios with different network sizes. Five scenarios
have been configured to generate huge set of complex firewall
policies. The remaining scenarios are used to evaluate ConfVS.
The average number of nodes is 600 with 10,000 links.
The average total number of FCL rules is 100,000 rules per
network.

We first show the performance of using Equation 1. Firewall
policy is considered the most complex and costly in BDD
construction than other policies since it involves all packet
header information. Figure 2 illustrates the time and memory
required to build firewall rules. The time complexity increases
quadratically (yet close to linear) while space complexity
increases linearly. Note that our formalization scheme takes
only 115 seconds to process 200,000 rules, while the previois
work presented in [13] requires 1,100 seconds. Also, our
scheme is scalable to construct more than one million firewall
rules without exploding the BDD memory size.

Figure 3 shows the impact of the number of links in
a network on the space complexity of the ConfVS system
(excluding the space complexity in BDD package). We can
see that the space required to build the graph model is almost
linear.

The running time of our proposed algorithms is depicted in
Figure 4. As shown, the running time to build all connection’s
BDDs increases linearly while the running time to build all
𝒢’s expressions increases quadratically. As discussed before,
the running time to compute reachability for all sink vertices is
𝑂(𝑛2). For a network of size 1,100 nodes, the overall building
time is approximately 618 seconds.

V. CONCLUSION

We present a new formalization scheme, along with its
implementation in ConfVS, to address the issue of network
configuraiton verification in a large and complex network envi-
ronment where its behavior is constantly changing. ConfVS is
a graph-based model and uses Binary decision diagram (BDD)
to formally capture the network behavior. Our experiment
results show that ConfVS can handle thousands of FCL rules
more efficiently than the previous work. Moreover, ConfVS
performs incremental computation to provide an instant an-
swer to the compliance of all verification rules.
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