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Abstract—Federated Learning (FL) is a promising approach
for privacy-preserving network traffic analysis, but its practical
deployment is challenged by the non-IID nature of real-world
data. While prior work has addressed statistical heterogeneity,
the impact of temporal traffic volatility—the natural daily
ebb and flow of network activity—on model stability remains
largely unexplored. This volatility can lead to inconsistent data
availability at clients, destabilizing the entire training process. In
this paper, we systematically address the problem of temporal
volatility in federated QUIC classification. We first demonstrate
the instability of standard FL in this dynamic setting. We then
propose and evaluate a client-side data buffer as a practical mech-
anism to ensure stable and consistent local training, decoupling it
from real-time traffic fluctuations. Using the real-world CESNET-
QUIC22 dataset partitioned into 14 autonomous clients, we then
demonstrate that this approach enables robust convergence. Our
results show that a stable federated system achieves a 95.2%
F1 score, a mere 2.3 percentage points below a non-private
centralized model. This work establishes a blueprint for building
operationally stable FL systems for network management, prov-
ing that the challenges of dynamic network environments can be
overcome with targeted architectural choices.

Index Terms—QUIC protocol, federated learning, traffic classi-
fication, network security, privacy preservation, neural networks

I. INTRODUCTION

Network traffic classification (TC) has become increasingly
challenging with the widespread adoption of encrypted pro-
tocols, particularly QUIC, which now carries a significant
portion of internet traffic [1]. The QUIC protocol’s encrypted
nature and connection multiplexing capabilities fundamentally
alter traditional traffic analysis approaches, requiring new
classification methodologies that operate on statistical flow
features rather than packet payload inspection. This shift has
significant implications for network operators who depend
on accurate TC for capacity planning, quality of service
provisioning, and security monitoring.

Current state-of-the-art QUIC classification approaches rely
heavily on centralized machine learning models trained on
aggregated network flow data. While recent work has demon-
strated that neural networks and ensemble methods can achieve
high classification accuracy on QUIC traffic [2], [3], these
approaches assume the availability of comprehensive, central-
ized datasets spanning multiple network environments. This

assumption becomes problematic in real-world deployments
where network operators face strict privacy regulations, com-
petitive concerns, and data sovereignty requirements that pro-
hibit sharing raw traffic data across organizational boundaries.

The fundamental tension between the need for compre-
hensive training data and privacy preservation has led to the
exploration of Federated Learning (FL) [4]. Recent work like
FedETC [5] has already shown that FL is a viable privacy-
preserving solution for general encrypted TC. However, be-
yond the initial challenge of privacy, a critical operational
challenge remains that hinders the practical deployment of FL
in real network environments: temporal traffic volatility.

Real-world network traffic is not static; it exhibits significant
diurnal (daily) fluctuations. This temporal volatility means that
clients may have insufficient data during low-traffic periods,
leading to noisy model updates that can destabilize the en-
tire synchronous training process. This operational instability,
which has been largely overlooked in prior work focused on
statistical non-IID data, represents a major barrier to deploy-
ing reliable and consistently high-performing FL systems for
network management.

This paper is the first to systematically identify and address
this stability problem in the context of multi-class QUIC
service classification. We propose the novel application of a
client-side buffering mechanism—a technique adapted from
other FL domains where it served different purposes—to
decouple local training from real-time traffic fluctuations and
ensure robust model convergence. Our contributions are:

• We systematically analyze temporal traffic volatility as a
critical destabilizing factor for synchronous FL in TC.

• We propose and evaluate the application of a client-side
buffering mechanism as a practical and effective solution
to ensure stable model convergence in dynamic network
environments.

• We provide a comprehensive evaluation of FL specifi-
cally for multi-class QUIC service classification, using a
realistic 14-client setup and real-network data.

• We demonstrate that our stable federated approach
achieves near-optimal performance (95.2% F1-score),
quantifying the small performance trade-off required for
a private and operationally robust system.
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Our experimental evaluation uses the CESNET-QUIC22
dataset [6], partitioned to simulate 14 autonomous clients
over a two-week period. Our findings demonstrate that FL,
when architected with mechanisms like client-side buffering
to handle the dynamics of network environments, represents
a viable path toward privacy-preserving and operationally
stable, large-scale QUIC TC.

II. RELATED WORK

Our research is positioned at the intersection of three key
domains: the classification of QUIC traffic, the application
of FL to encrypted network data, and the use of stability
mechanisms within FL.

A. QUIC Traffic Classification Approaches

Early research into classifying the then-new QUIC pro-
tocol focused on adapting machine learning techniques to
its encrypted nature. Tong et al. [2] pioneered the use of
convolutional neural networks (CNNs), demonstrating that
statistical flow features could effectively distinguish QUIC ser-
vices despite payload encryption. Building on this, Luxemburk
et al. [3] conducted a comprehensive comparison of different
models using the CESNET-QUIC22 dataset [6], confirming
that aggregated flow statistics are highly discriminative. The
availability of this large-scale, real-world dataset has been
crucial for advancing the field. However, these state-of-the-art
approaches all presuppose a centralized data collection model,
which presents the significant privacy and logistical challenges
that motivate decentralized paradigms like FL.

B. Federated Learning for Encrypted Traffic

The application of FL to network traffic analysis is an active
area of research, primarily driven by privacy needs. Much
of the existing work has focused on overcoming challenges
related to statistical non-IID data. For instance, Guo et al. [7]
and Guo and Wang [8] proposed sophisticated client selection
strategies to improve convergence when data distributions
differ across clients. Similarly, Pekar et al. [9] explored model
performance under extreme non-IID conditions.

Very recently, Jin et al. [5] proposed FedETC, a federated
framework for general encrypted TC. Their work success-
fully demonstrates that high-performance, privacy-preserving
classification is feasible, achieving accuracy close to that of
centralized models. However, these existing studies do not
address the operational challenge of model stability in the
face of real-world traffic fluctuations over time. This temporal
volatility is particularly pronounced for QUIC, as many of
its dominant applications (e.g., video streaming, social media,
real-time communication) are highly interactive and user-
driven, leading to pronounced and predictable daily usage
cycles compared to background or automated traffic.

C. Buffering Mechanisms in Federated Learning

The concept of buffering client data or updates is not new
to the FL literature, but its application has been targeted at
solving system-level and scheduling inefficiencies. For exam-
ple, Nguyen et al. [10] introduced FedBuff, a system that uses

buffered asynchronous aggregation to improve scalability and
tolerate “straggler” clients that are slow to respond in large-
scale deployments. Other works have used buffers for more ef-
ficient client selection or to manage on-device resources. These
mechanisms are designed to optimize the FL system’s internal
operations. To our knowledge, client-side data buffering has
not been proposed or evaluated as a mechanism to specifically
counteract the destabilizing effect of temporal data volatility
originating from an external, dynamic process like network
traffic.

D. Positioning and Research Gap

Our work addresses a critical, unaddressed gap at the con-
fluence of these fields. While FL has been applied to encrypted
traffic, and buffering has been used for system efficiency,
the specific problem of maintaining stable federated training
for QUIC classification in a dynamic network environment
with fluctuating traffic volumes has not been solved. The
primary novelty of our paper is therefore not the application
of FL to private TC in general, but rather the identification of
temporal volatility as a key operational barrier and the novel
application of a buffering mechanism to solve it, enabling
robust and practical deployment.

III. METHODOLOGY

Our experimental approach evaluates FL for QUIC TC
through a simulation designed to reflect realistic network
operator scenarios. We structure our methodology around three
key components: a realistic data distribution that captures both
organizational and temporal heterogeneity, a neural network
architecture optimized for flow-level features, and a compre-
hensive FL framework incorporating our proposed stability
mechanism.

A. Dataset and Experimental Design

We base our evaluation on the CESNET-QUIC22
dataset [6]. It contains labeled QUIC flows collected during
four consecutive weeks (Weeks 44–47) from the backbone
network infrastructure used by half a million users daily. Since
the dataset is anonymized, we contacted the CESNET-QUIC22
authors, who partitioned the data into 14 distinct subsets. Each
subset represents traffic from a different IP range associated
with a specific, but unknown to us, organization inside the
CESNET network.

Due to the substantial data drift observed in the first two
weeks of CESNET-QUIC dataset [6], which could severely
affect the experimental results, we limited our analysis to a
continuous span of two weeks (Week 46 and Week 47), during
which the drift appears to be present but less severe. We
further restricted our study to the seven most common and
diverse services—Discord, Facebook-Graph, Google-WWW,
Instagram, Snapchat, Spotify, and YouTube—to maintain a
focused and representative evaluation.

Each of the 14 clients trains on the data originating from
their unique network prefixes within these intervals, naturally
exposing the federated system to both statistical heterogeneity
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Fig. 1: Temporal distribution of services in CESNET-QUIC22
dataset over the selected two-week experimental period.

(different service usage across organizations) and temporal
heterogeneity (daily traffic fluctuations).

The distribution of flows across our 3-hour intervals, illus-
trated in Fig. 1, reveals pronounced daily cycles common to
real networks. This setup provides a powerful benchmark for
evaluating the robustness of FL algorithms under practical,
challenging conditions.

B. Feature Engineering

The raw CESNET-QUIC22 dataset provides basic flow
statistics and packet-level information (PPI) for the first 30
packets. To create a more discriminative feature set for clas-
sification, we perform two key feature engineering steps:

• Per-Direction Packet Features: We disaggregate the initial
packet information (size and inter-arrival time) into sepa-
rate features for each communication direction (client-to-
server and server-to-client). This captures the asymmetric
nature of client-server interactions.

• Per-Direction Flow Statistics: From these directional
packet features, we compute higher-level statistics, such
as the mean, standard deviation, min, and max of packet
sizes and inter-arrival times for each direction.

This process results in a comprehensive feature vector of
N = 283 features for each flow, combining the original
dataset’s statistics with our engineered directional features. All
features are scaled to a [0, 1] range using min-max scaling
before being fed into the neural network.

C. Neural Network Architecture

Our classification model employs a fully connected neu-
ral network (FCN) designed for tabular flow statistics. The
network uses an expanding structure to learn progressively
complex feature interactions:

• Input Layer: N neurons (number of input features)
• Hidden Layer 1: 2N neurons + BatchNorm +

LeakyReLU(0.1) + 15% Dropout
• Hidden Layer 2: 3N neurons + BatchNorm +

LeakyReLU(0.1) + 15% Dropout
• Hidden Layer 3: 3N neurons + BatchNorm +

LeakyReLU(0.1) + 15% Dropout
• Hidden Layer 4: 4N neurons + BatchNorm +

LeakyReLU(0.1) + 15% Dropout
• Output Layer: 7 neurons (one for each service class)

Hidden layers incorporate batch normalization for training
stability, LeakyReLU activation to prevent the dying ReLU
problem, and 15% dropout for regularization. The model is
trained using cross-entropy loss and the Adam optimizer with
a learning rate of 0.001 and batch size of 64 for federated
clients (compared to 0.01 and 1024 for centralized training)
to ensure more robust gradient computation with limited local
data. Each local training round consists of 10 epochs.

D. Federated Learning Configuration

Our FL simulation utilizes the Flower framework [11] with
PyTorch. The protocol follows standard FL communication
rounds where the server broadcasts the global model, clients
train locally, and return updated parameters. We systemati-
cally evaluate five aggregation algorithms to understand their
behavior in this context:

• FedAvg [4]: Baseline weighted parameter averaging.
• FedProx [12]: Adds a proximal term to handle client drift.
• FedAdam, FedAdagrad, FedYogi [13]: Implement server-

side adaptive optimization.

E. Addressing Temporal Volatility with Client-Side Buffering

A key challenge we identified in applying synchronous FL
to network traffic is the model instability caused by temporal
data volatility. To address this, we propose a novel application
of a client-side FIFO (First-In, First-Out) data buffer. In our
framework, instead of training on all data collected in a 3-
hour interval, each client accumulates incoming flow records
into a fixed-size buffer. A local training round is only initiated
once the buffer contains a sufficient number of samples (6400
records in our experiments). If new data causes the buffer to
exceed its capacity, the oldest records are discarded.

This mechanism serves to decouple local model training
from real-time traffic volume. By ensuring that each local
update is derived from a consistent and statistically significant
amount of data, the buffer smooths out the impact of temporal
fluctuations, leading to more stable and robust global model
convergence. This directly addresses the temporal volatility
challenge identified as a key barrier to practical deployment.

F. Client-Side Data Handling

To evaluate the impact of temporal volatility, we define two
distinct client-side data handling strategies:

• Standard FL (unbuffered): In each 3-hour round, clients
use all data that arrived in that interval. This data is split
into training (70%), validation (10%), and test (20%) sets.
This results in highly variable dataset sizes per round,
directly reflecting traffic volatility.

• Buffered FL (our proposal): Clients maintain three fixed-
size FIFO buffers for training (6400 flows), validation
(914), and testing (1828), reflecting the selected 70/10/20
ratio. In each FL round, newly arriving flows are parti-
tioned according to this ratio and added to the respective
FIFO buffers. This approach ensures stable and consistent
dataset sizes for training and evaluation across rounds.
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In both scenarios, the validation set is used for local early
stopping, and the test set is used to report the performance for
each round.

G. Evaluation Framework

Our framework assesses both classification performance
and FL dynamics. We first establish a centralized baseline
using the complete, aggregated dataset to define an upper
performance bound.

We use SHAP (SHapley Additive exPlanations) [14] on
the centralized model to identify the most predictive flow
features under ideal conditions, providing a ground truth for
interpreting the model’s behavior.

Finally, for the federated scenarios, we directly compare
the convergence stability of the standard (unbuffered) FL
against our proposed buffered FL to quantify the impact of
our mechanism. The primary performance metric reported in
this paper is the macro F1 score; however, additional metrics
are provided in the digital artifact [15].

IV. EXPERIMENTAL RESULTS

A. Centralized Performance and Feature Insights

We first establish an upper-bound performance by training
our FCN on the complete, aggregated two-week dataset. This
centralized baseline achieves a 97.5% F1 score. The classifier
showed strong per-class performance, where all classes were
recognized with more than 95% precision, confirming the
general separability of the QUIC services with our engineered
features. Discord and Spotify are classified with over 99%
precision, indicating highly distinctive traffic patterns. Social
media services like Instagram (96.74%) and Facebook-Graph
(95.26%) show more confusion, likely due to overlapping
backend APIs and content delivery networks.

To understand which features are fundamentally most im-
portant, we performed a SHAP analysis on this central-
ized model. The results in Fig. 2 reveal that packet size
statistics from the server dominate the rankings. Specifically,
‘DST_PS_2‘ is the most influential feature. This aligns with
domain knowledge, as this packet often contains the server’s
TLS certificate, whose size is a highly discriminative service
signature. This analysis provides a ground truth for what an
ideal model should learn.

B. Instability of Standard FL

Next, we evaluate a standard synchronous FL setup where
clients train only on the data available in each 3-hour round.
Fig. 3a shows the result: the system is plagued by instability.
The performance of all five aggregation algorithms plummets
during low-traffic nighttime periods (shaded regions), with
some clients (particularly clients 10 and 14 in our experi-
ments) failing to converge entirely due to insufficient data for
reliable gradient estimation. The dashed red line represents
the centralized baseline F1 score. It is clear that without a
stability mechanism, standard FL consistently and significantly
underperforms.

Fig. 2: SHAP analysis on the centralized model identifies
the most influential flow features for QUIC classification.
PS_n denotes the size of the n-th packet in the bidirectional
flow sequence, while DST_PS_n and SRC_PS_n specifically
indicate server-sent and client-sent packets, respectively

C. Stable and High-Performance Buffered FL

Finally, we evaluate our proposed FL framework with the
client-side buffering mechanism enabled. Fig. 3b demonstrates
the dramatic improvement. The introduction of the buffer
almost completely eliminates the volatility, and all algorithms
achieve stable convergence.

FedAvg achieves both the highest average performance and
the best stability (lowest standard deviation) through simple
weighted averaging based on client data sizes, outperforming
more complex adaptive optimizers that proved sensitive to
gradient noise. Notably, FedAvg with buffering, achieves a
stable F1 score of 95.2%. This represents a performance trade-
off of only 2.3 percentage points compared to the non-private
centralized model. This suggests that in the presence of non-
stationary network traffic, the robustness of a simple average is
more beneficial than the complex, and often unstable, updates
of adaptive methods like FedAdam. This instability of adaptive
optimizers in heterogeneous federated settings is a documented
phenomenon, as their momentum-based updates can fail to
converge smoothly [16].

V. CONCLUSION

In this paper, we addressed the critical challenge of clas-
sifying encrypted QUIC traffic in a scalable and privacy-
preserving manner. We demonstrated that FL, when properly
adapted to the unique dynamics of network environments, is a
highly effective solution. Our proposed approach, combining
the simplicity of the FedAvg algorithm with a novel client-
side buffering mechanism, achieves an F1 score of 95.2%.
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(a) Without buffering (Standard FL) (b) With our proposed buffering mechanism

Fig. 3: Comparison of FL convergence behavior over 112 rounds (two weeks).

This represents a remarkably small performance degradation
of only 2.3 percentage points compared to an ideal, non-private
centralized model.

The experimental results carry practical implications for
network operators. The 2.3% performance cost for privacy
is a highly favorable trade-off, making collaborative, cross-
organizational traffic analysis feasible without compromising
data sovereignty. Furthermore, our findings strongly advocate
for simplicity in system design; the combination of a basic
FedAvg aggregator with a client-side stability mechanism like
our buffer provides a robust, effective, and computationally
efficient solution for real-world deployment on network mon-
itoring platforms.

Our work opens several avenues for future research. We
suggest exploring 1) asynchronous FL to offer greater client
flexibility; 2) sequential models (e.g., LSTMs) to improve ac-
curacy on long-lived flows; and 3) adaptive buffering strategies
to dynamically optimize the trade-off between data freshness
and model stability.

REPRODUCIBILITY

To ensure the reproducibility of our results and to facilitate
future research, all source code, experimental configurations,
and data processing scripts are publicly available at our GitHub
repository [15]. Beyond the results presented in this paper,
the artifact provides extended analyses, metrics, and comple-
mentary visualizations, offering deeper insights into per-client
performance and the temporal dynamics of the system.
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